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Abstract— Modern cryptography has increased the security of 
the internet significantly. Popular cryptographic schemes such as 
symmetric/asymmetric encryption have become an integral part 
of internet communication protocols. In order to store or 
communicate cryptographic parameters between any involved 
parties, cryptographic protocol uses ASN.1 (Abstract Syntax 
Notation one) schema to define said parameters, then serialized it 
in DER (Distinguished Encoding Rules) or BER (Basic Encoding 
Rules), and finally encode it in Base 64 to become a PEM (Privacy 
Enhanced Mail) file. However, PEM content was not designed to 
be easily readable or modifiable without a different parser for each 
different ASN.1 structure.  In this paper, the author would like to 
propose a method to parse PEM into JSON (JavaScript Object 
Notation) formatted file without any loss of structure information. 
This technique would allow us to modify or read elements within 
any PEM file by just using a regular JSON parser. 
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I.  INTRODUCTION  

Cryptography is an integral part of modern-day internet 
security. In fact, cryptography has been tracked to be around as 
far back as 1900 BC when it was used by the Egyptians to 
decorate the tomb of the dead. Modern cryptography first arises 
during the cold war period in the 1970s, and due to the invention 
of computers, the field of cryptography has received significant 
growth [1]. 

  
The world of cryptography revolves around the problem of 
hiding information using math principles. With the 
advancement of modern math and computational power, we 
saw the birth of modern crypto schemes, such as symmetric 
encryption, asymmetric encryption, key exchange protocol, 
secret sharing scheme, and digital signature generation.   
However, with the growth of these complex protocols, a new 
problem has arisen. How can we represent cryptographic 
objects in such a way that we can reliably use them in 
communication protocol? That question was answered by the 
ITU (International Telecommunication Union) and IETF 
(Internet Engineering Task Forces), who introduced the 
standardization of ASN.1 schema and its encoding type (e.g. 

DER, BER, CER) to describe cryptographic parameters [2] [3] 
[4]. 

  
On the other hand, JSON is one of the most used markup 
languages used to store data. Its readability for both humans and 
computers makes it a good choice for a lot of developers to use. 
It is also more lightweight and faster than other markup 
languages such as XML (Extensible Markup Language) [5]. 

  
Every day, secure protocols such as HTTPS (Hyper Text 
Transfer Protocol Secure) and SSH (Secure Shell) are used by 
servers across the world. Such communication protocols highly 
utilize PEM as a way to send cryptographic data. Storing the 
PEM file as JSON formatted file might give an advantage in 
easier readability and modifiability in the long run, especially 
in web servers which heavily use concepts such as cookies and 
JWT (JSON Web Token). 

  
Existing popular tools such as OpenSSL lack the ability to parse 
PEM directly into JSON, since it is mainly used directly to parse 
PEM directly into a running process memory. 

  
In this paper, we will discuss a method to reliably parse a PEM 
file into a human readable JSON without any loss of 
information, using modular arithmetic and recursive descent 
parse tree. We will then implement it from scratch in the C 
programming language for efficiency. Lastly, we will discuss 
how this technology can be applied, and what we can improve 
from our current implementation method. 

 

II. THEORITICAL BACKGROUND 

A. Modular Arithmetic 
 

Modular arithmetic is a system of arithmetic in discrete math in 
which the value of the arithmetic group is limited to a certain 
field. This field is determined by a value called the modulus. A 
value x is an element of a modular arithmetic system with a 
modulus m, if and only if 0 ≤ x < m. We can think of modular 
arithmetic as counting with “wrapping around”. 
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Fig 1. Example of a simple modular arithmetic on clock 

Source:  
 

Another important concept in modular arithmetic is 
congruence. We define that an integer a and b is called 
congruent modulo m if and only if: 

𝑚 | (𝑎  −  𝑏)|() 

We define that if an integer a and b is congruent modulo m, 
we will use the following notation: 

𝑎  ≡  𝑏 ( 𝑚)() 

Which we can read as “a is congruent to b in modulus m” or 
“a is congruent to b modulo m”. Similarly, if two integer is not 
congruent, then we will use the following notation [6]: 

𝑎  ≢ 𝑏 (𝑚𝑜𝑑 𝑚)(3) 

There are many applications of modular arithmetic in 
computer science, we will use the property of modular 
arithmetic in our implementation method later. 

B. Graph, Tree, and Rooted Tree 
 
A graph is a mathematical object used to represent the 
relationship between a discrete object and another discrete 
object. We define that a vertex is a discrete object, and an edge 
is a representation of the relationship between vertices. A graph 
is usually presented in a geometrical manner using a circle as a 
vertex and a line connecting the circle as an edge [7].  
 

Fig 2. Classical Königsberg bridge graph reprsentation 
 
Formally, a graph is defined as a tuple (V, E) where V is the set 
of all vertices, and E is the set of all edges. It must be satisfied 
that the set V must not be empty, but the set E can be empty [7]. 
 
We define a path of length n between two vertices v1 and vn to 
be a sequence of edges such that the first edge is connected to 

vertex v1, the last edge is connected to vn. We define a cycle to 
be a path which begins and ends at the same vertex, without 
repeating any of the edges in the sequence. 
 

 
Fig 3. Example of a path and cycle on a graph 

 
A tree is a graph which has no cycle, and there exists a unique 
path between any of the vertices. All trees are a subset of graph. 
Tree has a special property that if there are N vertices, then there 
will be exactly N-1 edges [8]. 
 

 
Fig 4. Example of a tree 

 
A rooted tree is a tree in which a special vertex is chosen as a 
root and is assumed to have the first order of traversal. We can 
think of a root in a rooted tree as an “entry point” to enter the 
tree [9].  
 

 
Fig 5. Example of a rooted tree 

 
We will define the depth of a vertex in a rooted tree as the 
distance between the vertex and the root of the tree. We also 
define that if two vertices are connected, then the vertex with 
the higher depth is a child of the other vertex. Similarly, the 
vertex with the lower depth is a parent of the other vertex [9]. 
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Fig 5. Example of a rooted tree and its depth properties 

 
 

C. Abstract Syntax Notation One 
 

Abstract syntax notation one is a formal notation used to define 
data and telecommunication protocol, which was standardized 
by the ITU. Formally, ASN.1 is a set of clauses which use the 
character from the ASN.1 character set [2]. 
 

Fig 6. Abstract Syntax Notation One character set 
 
 
We can think of ASN.1 as a pseudocode to design data types 
which would be used in communication. Fundamentally, 
ASN.1 uses type-definition assignment clause in the form of, 
 

<type> ::= <definition1> | <definition2> | <definition3> | ... 
 
Which means that the type <type> can be defined as 
<definition1> or <definition2> or <definition3> and so on. A 
definition is just another type. Which means ASN.1 definition 
is naturally recursive. The base for this recursion is the ASN.1 
built-in types [2]: 

 
Fig 7. Abstract Syntax Notation One Built-in types 

 
ASN.1 also has some keywords which gives special properties 
to defined type, 

1. OPTIONAL, a type is optional in a definition 
2. CHOICE, the definition is valid if at least one type is 

chosen 
3. DEFAULT, defined a default value of a type in a 

definition 
4. SEQUENCE, define a SequenceType 
5. SET, define a SetType, 
6. SIZE(MIN...MAX), the type is restricted to have size 

in the range of [MIN...MAX). 
 
In cryptographic use, ASN.1 mostly uses the following built-
in types: 
 

1. BooleanType (True or False) 
2. IntegerType (Arbitrarily big integer) 
3. NullType (Type which indicate another type has no 

value) 
4. OctetStringType (Sequence of byte character) 
5. BitStringType (Sequence of bit character) 
6. ObjectIdentifierType (String which uniquely identify 

another type) 
7. DateTimeType (String in ISO time and date format) 
8. SequenceType (Sequence of other type, order of 

element has a meaning) 
9. SetType (Set of other type, order of element has no 

meaning) 
 
Other than the built-in types, cryptographic objects also use 
the type ReferencedType such as: 
 

1. UTF8String 
2. IA65String 
3. Printable String 
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4. T61String 
5. Numeric String 

 
These types can be used to define a cryptographic object as 
needed, for example here are the definitions of an RSA private 
key [10]: 
 

Fig 8.1. Example of ASN.1 structure in cryptography 
 

Fig 8.2. Example of ASN.1 structure in cryptography 
 

D. Basic Encoding Rules 
 

Basic encoding rules are the encoding rules standardized by 
ITU to serialize an ASN.1 structure into bytes which actually 
can be transferred in communication. The encoding rules follow 
a TLV (Tag-Length-Value) structure, in which a specific type 
will be encoded as a unique tag, followed by length of its 
content, and then the actual value of its content [3]. 
 

Table 1. Tag value for structure type in BER 

Type Tag Value 

BooleanType 0x1 

IntegerType 0x2 

BitStringType 0x3 

OctetStringType 0x4 

NullType 0x5 

ObjectIdentifierType 0x6 

UTF8StringType 0xC 

IA5StringType 0x16 

UTCTimeType 0x17 

SequenceType 0x30 

SetType 0x31 

 
A type can either be a primitive type or a constructed type. A 
primitive type cannot have another type inside its content, while 
a constructed type can (recursive). 
 
The length component of a type encoding can have 3 forms [3]: 

1. Short form: 
Length is described by 1 byte, must be indicated by the 
most significant bit having 0 value. 

 
2. Long form:  

The first byte describes how many bytes will be used 
to describe the length. The number formed by bits 1-7 
in the first byte, is the number of next consecutive 
bytes describing the length. 
 

3. Indeterminate form:  
The first byte has its most significant bit set to 1, and 
all other bits set to 0. In this form, the content value 
will only end when 2 consecutive bytes with value 0 
appear. 
 

The content of a type also has special rules on how to construct 
them into serialized bytes, such as the following [3]: 
 

1. BooleanType (primitive):  
The value must only be one byte in length. If the value 
is 0x00 then the Boolean value is False, if the value is 
any non-zero value, then the Boolean value is True. 
 

2. IntegerType (primitive): 
The integer value can be formed by concatenating all 
content bytes and treating the first byte as the most 
significant byte, then turning the concatenated number 
into base 10. 
 

3. BitStringType (primitive or constructed): 
The bit string value can be formed by concatenating 
all content bytes, then turning the concatenated 
number into base 2. 
 

4. OctetStringType (primitive or constructed): 
The bit string value can be formed by concatenating 
all content bytes, then turning the concatenated 
number into base 16. 
 

5. NullType (primitive): 
The content length must be 0 bytes. No value is to be 
processed. NullType only indicates the absence of 
value. 
 

6. ObjectIdentifierType (primitive): 
Object identifier consists of some base 10 numbers 
separated by a ‘.’ character. These number are called 
subidentifier. The first byte is formed by multiplying 
the first subidentifier by 40, then adding the result with 
the second subidentifier. All other subidentifiers are 
formed by concatenating consecutive bytes with MSB 
(Most Significant Bits) set to 1 with all bytes which has 
MSB set to 0 on its right. 
 

All other string types are serialized normally by getting the 
unicode character represented by each byte on its content. 
 

E. Distinguished Encoding Rules 
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Distinguished encoding rules are a subset of basic encoding 
rules with more restriction [3], 
 

1. All type length must not be in the indeterminate form 
2. A BooleanType with all bits set to 1 has the value 

True, if not then it has the value False. 
3. Any string type must be primitive and not form a 

constructive type. 
 
Most cryptographic objects use the DER encoding rules to 
serrialize ASN.1 to avoid ambiguity and to create a stricter 
parsing rule. However certain scheme such as the PKCS#8 
(Public-Key Cryptography Standards number 8), uses the BER 
encoding [11]. 
 

F. Base 64 and Privacy Enhanced Mail 
 
An ASN.1 Structure encoded in BER or DER will have a raw 
bytes value, which is not fit for communication protocol in 
some textual platform such as e-mail or text documents [12]. 
To reliably send binary encoded data using textual means, 
another encoding scheme must be used. 
 
A Privacy Enhanced Mail has 3 components, 
 

1. Header 
2. Base64 Content 
3. Footer  

 
Each header is formatted as follows: 
 

-----BEGIN <object>----- 
 
Each footer is formatted as follows: 
 

-----END <object>----- 
 
Here, <object> can be any human readable string describing the 
base 64 encoded content. <object> between the header and 
footer must match. However, one thing to note is that in general, 
PEM file uses non-strict schema so that the <object> may not 
accurately the ASN.1 structure being encoded. 
 
For example, <object> may describe a private key, but without 
any detail on what specific ASN.1 structure is used on the 
private key. 
 
The base 64 encoding on the content is done by taking each 
consecutive 3 bytes value and turning it into 4 new bytes with 
six bits per bytes. The new bytes are then mapped into a list of 
predetermined values. If there is not enough 3 consecutive 
bytes, then a special padding character will be appended to the 
result. 
 

Fig 9. Base 64 character value set 
Source: https://datatracker.ietf.org/doc/html/rfc4648 

 

Fig 10. Base 64 Encoding Process Example 
Source: https://datatracker.ietf.org/doc/html/rfc4648 

 

III. METHOD 

 
In this section, the author would like to discuss the 
implementation method which would be used to parse a PEM 
formatted file into JSON. All implementation details may not 
be able to be fully expressed in this paper due to large 
implementation complexity. Instead, the author would describe 
the general step in which implementation is taken. 
 
The process will take the following steps: 
 

A. Header and footer validation 
 
In this step, user input will be validated to match the expected 
specification of a valid PEM file format. Unlike in general case, 
we will use the convention of a strict PEM header, so we can 
assume that the header/footer object will describe exactly what 
ASN.1 structure exists inside the content. 
 

B. Base 64 decoding 
 

Base 64 decoding is done by doing the reverse procedure of the 
previously described base 64 encoding. We will traverse each 
base 64 characters and determine the corresponding value 
through a lookup table, then each 4 bytes value (which has 6 
bits per byte) will be concatenated to form 6 * 4 = 24 bytes. The 
24 bytes will then be broken down into actual 3 bytes character 
of size 8 bits. 
 
We can easily take the first 8 bits of the concatenated 3 bytes 
by using a modular arithmetic principle, which is to take the 
value modulo 256. Then divide it with 256. Keep repeating the 
procedure until the value is 0, then move into the next 4 
consecutive 6-bit bytes. 

https://datatracker.ietf.org/doc/html/rfc4648
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Fig 11. Function used in base64 decoding 
Source: Author’s archive 

 
The following function is used in our implementation, 

1. Base64_value_init: initialize the lookup table 
base64_value to be used inside base 64 decoding 
algorithm 

2. Base64_decode: do base 64 decoding of PEM content 
3. Parse_pem: validate PEM file, and then call 

base64_decode into the content of PEM file, then call 
the function to start building parse tree representation 

 
 

C. Building Intermediate Parse Tree Representation 
 
At this point, we will have an array of decoded base 64 values 
of the PEM content. The array should be a DER/BER encoded 
ASN.1 structure which we want to turn into a parse tree. 
Mathematically, we can see this process as a function which 
takes a sequence of numbers and turns it into a rooted tree 
structure. 
 
We will build a parse tree based on a recursive descent parsing 
algorithm. This algorithm was chosen since ASN.1 is also a 
naturally recursive structure, so it makes sense to do recursive 
parsing. 
 

 
Fig 12. Parse tree structure 

Source: Author’s archive 
 

Fig 13. Function used in parse tree generating 
Source: Author’s archive 

 
The following function is used in our implementation, 

1. Init_parse_tree: initialize memory of parse tree 
2. Free_prase_tree: destroy memory of parse tree 
3. Visualize_parse_tree: optional function which can be 

called if the user wants to see it 
4. Create_node: create a node with a certain tag and 

length value 
5. Append_children_node: attach a child node into a 

parent node 
 

D. Building JSON file from Intermediate Parse Tree 
 
Once the parse tree is built, we can start building a JSON file 
by doing a preorder traversal on the intermediate parse tree. By 
doing such traversal, we would be able to preserve the order of 
ASN.1 structure, and the JSON hierarchy would match the said 
structure. 
 
Mathematically, we can think of this process as a function 
which takes a rooted tree of an ASN.1 structure and outputs 
another isomorphic rooted tree of a JSON structure. 
 

Fig 14. Function used in parsing PEM content 
Source: Author’s archive 

 
Function to parse each expected ASN.1 built-in type will be 
prepared, and it will be called once a vertex has a matching tag 
with expected type. For example, if a vertex has a tag 0x2, the 
function parse_integer will be called to its content. 
 
The last step is arguably the hardest one, to fully transform the 
PEM into JSON. We must find out what the right ‘key’ for each 
JSON value is. For example, in an RSA public key the first 
integer is a modulus ‘m’. But in other ASN.1 structures, it is 
not. 
 
Which means we must implement a tree-matching algorithm 
between our intermediate parse tree with many other expected 
ASN.1 structures. This is quite an impossible task for the 
author, so this implementation will stop here. 
 
To ensure a unique key for each JSON key, a unique ID will be 
prepended to each key inside the generated file. 

 

IV. RESULT AND DISCUSSION 
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The resulting parser has been tested using actual PEM files 
from open-source repositories, such as the Linux kernel 
repository (https://github.com/torvalds/linux) and OpenSSL 
source code repository (https://github.com/openssl/openssl). 
 

A. OpenSSL DSA (Data Signature Algorithm) Private 

Key Example 

 

 

 

 
B. OpenSSL ECC (Elliptic Curve Cryptography) 

Parameter Example 
 

 
 

 

 
 
 

C. OpenSSL DH (Diffie Helmann) Parameter Example 
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D. Linux Private Key example 

 
 

 
 

 

 
E. Discussion 

 
All test results show that the implemented parser has been 
successfull in generating a JSON file with the same hierarchy 
as the PEM file, each value has been able to be parsed 
successfully, but each JSON key is not able to matched as we 
have discussed earlier. Overall the parser works as intended but 
still need improvement to become a full PEM to JSON 
converter. Each parse tree and generated JSON file share the 
same identical structure, which mean the structure is preserved 
successfully during the parsing 
 

V. CONCLUSION 

 
This paper explained the usage of modular arithmetic and 
rooted tree application inside parse tree to parse privacy 
enhanced mail formatted file into a more easily readable and 
modifiable JSON file. The implemented parser was able to 
preserve the ASN.1 structure successfully between 
transformation, when transforming PEM into parse tree and 
then transforming the parse tree into a JSON file. 
 
However, the implemented parser was not able to correctly 
match each JSON key into the matching ASN.1 structure 
variable name, improvement could be made by implementing a  
tree matching algorithm which would try to match the received 



Makalah IF1220 Matematika Diskrit, Semester II Tahun 2024/2025 
 

parse tree with a database of ASN.1 structure, and then try to 
predict what is the correct JSON key. 
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VI. APPENDIX 

Here is the full parser implementation, which can be found on 
author’s GitHub: 
https://github.com/FieryBanana101/pem2json 
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