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*Abstrak*—Dalam makalah ini, saya mengajukan sebuah konsep baru dalam melakukan pembangkitan bilangan pseudo-random dengan memanfaatkan waktu lokal komputer, efek kupu-kupu, dan efek longsor. Waktu lokal komputer akan digunakan sebagai bilangan pembangkit awal untuk kemudian diproses menggunakan fungsi matematika. Nilai hasil pemrosesan secara berulang akan digunakan sebagai bilangan acak. Iterasi fungsi matematika diimplementasikan secara silang menggunakan dua buah nilai *seed* awal.

Kata kunci—pseudo-random number generator, waktu lokal, efek kupu-kupu.

#  Pendahuluan

*Pseudo-Random Number Generator* (PRNG) merupakan algoritma yang digunakan untuk menghasilkan beberapa bilangan dengan acak sehinggabilangan selanjutnya tidak dapat diprediksi. Pemanfaatan algoritma ini banyak digunakan dalam bidang kriptografi, simulasi, dan permainan elektronik.

Algoritma ini disebut *pseudo* dikarenakan algoritma PRNG membutuhkan *seed* (nilai pembangkit), dimana nilai *seed* ini sangat menentukan hasil bilangan acak. Jika nilai *seed* yang digunakan adalah bilangan yang benar-benar acak, maka bilangan yang dihasilkan juga akan acak secara sempurna (tidak memiliki pola).

Dalam makalah ini, saya mengajukan sebuah nilai *seed* yang menggunakan waktu lokal dari mesin yang menjalankan PRNG. Nilai waktu lokal ini kemudian dimodifikasi sesuai fungsi matematika yang akan digunakan sebagai pembangkit bilangan acak. Fungsi matematika yang akan digunakan adalah fungsi matematika sederhana yang memenuhi efek kupu-kupu. Efek kupu-kupu ini bertujuan agar hasil yang dihasilkan menjadi sensitif pada perubahan nilai *seed* yang sangat kecil. Selain itu, efek ini akan diperkuat dengan menerapkan efek longsor dimana saat melakukan iterasi, dilakukan secara saling silang, sehingga diharapkan nilai bias yang dihasilkan dapat muncul secepat mungkin.

Agar nilai bias yang dihasilkan semakin besar saat melakukan iterasi, maka proses iterasi dilakukan melalui dua buah proses terpisah dengan menggunakan dua buah nilai *seed* dari waktu lokal komputer. Nilai yang akan digunakan untuk iterasi selanjutnya diproses secara berganti-gantian.

# Dasar Teori

## Pseudo-Random Number Generator

PRNG merupakan algoritma pembangkit bilangan acak yang sangat bergantung pada nilai pembangkit awal (*seed*). Nilai *seed* yang sama akan menghasilkan bilangan acak yang sama. Untuk menutupi kekurangan ini, maka terkadang digunakan bilangan yang *truly random* sebagai *seed*. Salah satu contoh PRNG yang menggunakan bilangan *truly random* sebagai *seed* adalah pada situs random.org. Pada situs tersebut, *seed* yang digunakan adalah kuantitas pada alam (dapat berupa kuantitas partikel yang berada di udara sekitar sensor, dsb) yang dibaca menggunakan sensor yang sangat sensitif.

## Efek Kupu-Kupu

Efek kupu-kupu merupakan efek dimana perubahan kecil pada kondisi awal suatu sistem non-linier akan menghasilkan perubahan yang cukup signifikan pada kondisi akhir. Efek ini pertama kali dikemukakan oleh Edward Lorenz, seorang meteoriologi dan matematikawan Amerika Serikat pada tahun 1972. Beliau mengajukan pertanyaan yaitu “Apakah kepakan sayap kupu-kupu di Brazil dapat menyebabkan badai topan di daerah Texas ?”.

Dalam matematika, salah satu fungsi sederhana yang menghasilkan efek kupu-kupu jika terus dilakukan berulang-ulang adalah sebagai berikut :

 … (II.1)

Dengan menggunakan nilai x0 = 0.1 sebagai nilai awal, maka dihasilkan nilai x1000 yang dihasilkan adalah 0.05280025168118729. Sedangkan untuk x0 = 0.100001, maka nilai x1000 yang dihasilkan adalah 0.9999149157964466. Perubahan nilai awal sebesar 0.000001 menghasilkan nilai hasil akhir yang memiliki perbedaan sangat signifikan, yaitu berukuran hampir sama dengan nilai rentang domain hasil yaitu antara 0 dan 1. Efek ini muncul dalam bidang komputerisasi dikarenakan adanya keterbatasan prosesor dalam menangani bilangan *real,* sehingga terjadi pembulatan yang tidak diinginkan. Pembulatan inilah yang akan menimbulkan bias jika dilakukan secara berulang-ulang.

Fungsi Matematika

# Rancangan Algoritma

Pada algoritma PRNG yang diajukan, akan digunakan waktu lokal pada mesin untuk kemudian dirubah kedalam bentuk dua buah nilai *seed*. Fungsi matematika yang akan digunakan dalam melakukan pembangkitan nilai acak , adalah fungsi II.1.

Pada fungsi tersebut, nilai rentang x adalah antara 0 dan 1, sehingga waktu lokal saat akan diformat kedalam bentuk *seed*, haruslah berada direntang nilai tersebut. Bentuk modifikasi yang diajukan adalah melakukan konkatenasi terhadap tahun, bulan, tanggal, dan jam, menit, deti, sehingga akan dihasilkan dua buah nilai *integer* yang cukup besar. Nilai tersebut kemudian dibagi dengan nilai 10n . dimana nilai n adalah jumlah dogit dari bilangan tersebut. Contoh pengubahan nilai dari waktu lokal dapat dilihat sebagai berikut :

Waktu Lokal : 09 Mei 2015, 10:00:21

maka akan dihasilkan dua buah nilai *seed* sementara sebagai berikut :

 *Seed I* = 20150509

 *Seed II* =100021

 dikarenakan nilai rentang yang diperbolehkan dala, fungsi II.1 adalah nilai antara 0 dan 1, maka kedua nilai *seed* diatas akan dibagi dengan jumlah digit masing-masing sehingga menjadi

 *Seed I* = 0.20150509

 *Seed II* =0.100021

Kedua nilai tersebut kemudian dimasukkan kedalam fungsi II.1 untuk dilakukan iterasi sebanyak 1000 + n, dimana n adalah banyaknya bilangan acak yang ingin dibangkitkan. Proses iterasi dilakukan secara bergantian dengan cara saling silang seperti berikut

real seed1 ;

real seedII;

for(int n=0; n<1000; n++) {

 if(n=genap) {

 print(seedI);

 seedI = 4\*seed2\*(1-seed2);

 } else {

 print(seedII);

 seedII = 4\*seed1\*(1-seed1);

 }

 }

Nilai yang dihasilkan dari setiap melakukan pencetakan nilai seedI atau seedII, akan selalu berada didalam rentang 0 dan 1, dan nilai yang dihasilkan tidak teratas jumlahnya. Oleh karena itu, agar nilai yang dihasilkan berupa bilangan *integer* atau bilangan *real* pada rentang tersebut perlu dikalikan dengan nilai maksimum yang diinginkan. Jika nilai yang dibutuhkan berupa bilangan *integer*, maka cukup dilakukan pembulatan pada hasil perkalian tersebut.



Gambar III.1. Diagram proses algoritma yang PRNG.

# Analisis

Dalam implementasi algoritma ini, pengguna tidak perlu memasukkan *seed* sehingga implementasi akan tampilan pengguna sederhana. *Seed* yang akan digunakan hanya dapat berulang apabila pengguna mengubah waktu pada sistem operasi yang digunakan. Kelemahan ini dapat diatasi dengan memindahkan waktu lokal sebagai bagian dari aplikasi. Dengan demikian, setiap akan dijalankan, aplikasi akan mengecek waktu sistem operasi terlebih dahulu, apakah lebih kecil dari rekor waktu sebelumnya. Jika iya, maka aplikasi akan mengabaikan waktu lokal sistem operasi, namun menggunakan iterasi waktu dari rekor waktu yang disimpan.

Dalam algoritma yang diajukan, dilakukan iterasi terhadap dua buah nilai *seed* secara bergantian. Kondisi demikian dilakukan agar tingkat sensivitas yang dihasilkan lebih baik, sehingga pengubahan kecil kondisi awal, dapat menjadikan hasil dengan dengan bias yang cukup signifikan. Berikut adalah hasil nilai yang dijalankan menggunakan algoritma yang diajukan.



Gambar III.2 : Kondisi Awal : SeedI = 0.2015051, (Kiri) Seed II = 0.102902, (Kanan) Seed II = 0.102903.

Pada Gambar III.2, dengan mengubah nilai seed I sebesar, 0.000001, maka pada iterasi ke 19, telah terlihat bias yang cukup signifikan, yaitu sebesar 0.107. Dengan demikian, pada iterasi yang ke-1000, bias yang dihasilkan untuk perbedaan sebesar 0.000001 pada kondisi awal, akan sangat sulit di prediksi. Selain itu, dengan menggunakan iterasi silang, diharapkan terjadi efek longsor, dimana nilai awal tersebut kemudian menghasilkan nilai berantai yang semakin akhir, bias yang dihasilkan semakin besar.
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