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Abstract—In Computer Science, we often meet problems that contain graph theory. This paper will give a sample problem of graph theory and how to solve it. This paper is divided into several sections. Section I will introduce the paper. Section II will present the problem. Section III is divided into 5 section. Section A will talk about some false approaches to solve the problem. Section B will talk about Erdős–Gallai Theorem statement. Section C will discuss about the proof of the theorem. Section D will discuss about how to implement the theorem. Section E will discuss about the complexity of the algorithm. Section IV will show the implementation of the algorithm in the form of code in C++. Section V will conclude the paper.

Index Terms—Erdős–Gallai Theorem, degree sequence, simple graph

I. INTRODUCTION

Fig. 1.1 Graph

Study of graph, also known as graph theory, is one of the majors in Discrete Mathematics. It also has many applications in Computer Science. Graph is a collection of vertices and edges connecting some subset of them [1]. As we can see in Fig. 1.1, the circles with number inside them are the vertices and the lines that connected the circles are the edges.

Fig. 1.2 (a) simple graph; (b) non-simple graph with multiple edges; (c) non-simple graph with loops

There are many kinds of graph and the one that will be discussed is simple graph. Simple graph is an undirected and unweighted graph that has no loop (an edge that connects a vertex to itself) and no multiple edge (two vertices that are connected by more than one edge) [2]. As we can see in Fig. 1.2, part (a) shows sample of a simple graph and part (b) and (c) show sample of non-simple graph.

To represent graph, There are many kinds of way. The one that will be discussed is by using degree sequence. Degree sequence is a non-negative and non-increasing sequence of the vertex degrees (number of edge that connected to the vertex) of its graphic vertices [3].

In this paper, the author will discuss how to validate degree sequence of a simple graph. There are some theorems that can be used to do this, but the author will only discuss about Erdős–Gallai Theorem.

II. PROBLEM

As mentioned before, the author will discuss how to validate degree sequence of a simple graph. The source of this problem is from [4]. The problem states that given n numbers of integers, find out whether this n numbers of integers can represent the degrees of n vertices of a simple graph or not. Given that the constraints of the problem are :

- \(1 \leq n \leq 10000\).
- Time limit : 2 seconds (in this paper, we will assume that a computer can run 100000000 processes in 1 second).

For example, given 4 integers, 3, 3, 3, and 3. Then it is possible to represent the degree of 4 vertices of a simple graph (it is a complete graph of 4 vertices). Another example, given 6 integers, 2, 4, 5, 5, 2, and 1 (it does not have to be non-increasing sequence because it is not a
degree sequence after all). Then it is impossible to represent the degree of 6 vertices of a simple graph with that configuration.

III. SOLUTION

A. Some False Approaches

First, the author will discuss some approaches that fail to solve the problem and why they fail. First approach that comes to mind is using Greedy approach. To do this, we have to sort all n integers into non-increasing order. Define the value of each number is \( a_i \). For each \( a_i \) that is positive, we decrease \( a_i \) smallest number that is positive and not \( a_i \) itself by 1, then \( a_i \) become 0. If you cannot find \( a_i \) smallest number for each iteration, then it must be impossible to represent the degree of \( n \) vertices of a simple graph with that configuration. If after the iteration all \( n \) integers become zero, then it is possible, and vice versa.

This approach seems promising, since it could solve all examples that is given in section II correctly and also it runs quite fast because the complexity is \( O(N^2) \) (it meets the constraint requirements). Unfortunately, there are some corner cases that can make this approach fails. For example, given 6 integers, 4, 4, 4, 3, 2, and 1. This approach will state that it is impossible instead of possible (the correct result). This is why this approach fails.

There is another approach that comes to mind, that is using Complete Search. To do this, we try all the combinations of pairing the connected vertices. If there is a valid combination then it is possible, and vice versa. This approach will always give a valid answer. But the complexity is \( O((N!)^N) \) and it is way too big. This is why this approach fails too.

B. Erdős–Gallai Theorem

In this section, the author will discussed about Erdős–Gallai Theorem. This theorem state that a non-negative and non-increasing sequence \( \{d_1, \ldots, d_n\} \) can be represented as degree sequence of a simple graph with \( n \) vertices if and only if the sum of vertex degrees is even and

\[
\sum_{i=1}^{r} d_i \leq r(r-1) + \sum_{i=r+1}^{n} \min(r, d_i) \quad (eq.3.1)
\]

holds for \( 1 \leq r \leq n-1 \) [5]. The proof of this theorem will be discussed in the next section.

C. Proof

In this section, the author will explain why this theorem could solve the problem above. From the Erdős–Gallai Theorem statement above, we get 3 requirements for a sequence to be represented as degree sequence of a simple graph, they are:

- The sequence must be non-negative and non-increasing.
- The sum of all numbers in the sequence must be even.
- The sequence must meet eq. 3.1 that holds for \( 1 \leq r \leq n-1 \)

The first requirement is trivial, it has to be done because degree sequence is a non-negative and non-increasing sequence of the vertex degrees (number of edge that connected to the vertex) of its graphic vertices [3]. The second requirement is the handshaking lemma. Handshaking lemma is the statement that every finite undirected graph has an even number of vertices with odd degree. This statement implies that the sum of all degrees is even. This is why the second requirement is needed.

From eq. 3.1, we can assume that \( S \) is the set of vertices from a simple graph and \( A \) is the subset of \( S \) that contains only r vertices that have highest degree in \( S \). As we can see, for all valid r, there are at most \( r(r-1) \) edges that formed within A, and for each vertex \( v \in A \), there are at most \( \min(r, d_v) \) edges from \( v \) into \( A \). And these statements meet the necessity of the last requirement.

D. Implementing The Theorem

To fulfill the first requirement, we have to check whether the sequence contain negative integer or not. The requirement meets if there is no negative integer. Then we have to sort the sequence into non-increasing order because the problem above does not state that the input sequence will be in non-increasing order. To fulfill the second requirement, we have to check the sum of all numbers in the sequence. The requirement meets if the sum is even.

The last requirement can be fulfilled using iteration. For each \( r \) that is valid, we check whether eq. 3.1 is true or not. If it is true for all possibilities of \( r \), then it fulfills the requirement, and vice versa.

E. Complexity

In the previous section, the author has shown the Erdős–Gallai Theorem, why it can solve the problem given above, and how to implement it. But, we haven’t checked the complexity whether it will meet the requirement given or not. So, in this section, the author will show how is the complexity of the implementation of this theorem.

To make it simpler, the author will divide the steps of the implementation of this theorem in 3 main steps, precheck, sort, and validate the inequality. In precheck step, we need to check whether the sequence is non-negative or not and whether the sum of all numbers in the sequence is even or not. To do this we can do linear search and the complexity is \( O(N) \). In sort step, we have to sort the sequence into non-increasing order. To do this we can use Standard Template Library that is available in C++ to sort the sequence and the complexity is \( O(N \log N) \). For the last step, we can use prefix sum to improve the performance of the algorithm and it can be done before this step and the complexity is \( O(N) \). The prefix sum is used to calculate the left side of eq. 3.1. Then we iterate \( r \) from 1 to \( n-1 \), for each \( r \), we calculate the right side using linear search and it costs \( O(N) \). So the last step complexity is \( O(N^2) \). Total complexity of this algorithm is

\[
O(f(N)) = O(N) + O(N \log N) + O(N) + O(N^2)
\]

\[
= O(N^2) \quad (eq.3.2)
\]
From the equation above, we can see that this theorem meet the requirement of the constraint given. So this solution is correct.

IV. CODE IMPLEMENTATION USING C++

```c++
#include <stdio.h>
#include <cassert>
#include <algorithm>
#include <iostream>

using namespace std;

int main()
{
    int n;
    bool cf(int a, int b) // compare function to sort in non-increasing order
    {
        return a > b;
    }

    while (scanf("%d", &n)) // read n
    {
        int d[n];
        for (int i = 0; i < n; i++)
            scanf("%d", &d[i]); // read all the numbers
        if (n == 1) // special case if there is only 1 vertex
        {
            if (d[0] == 0)
                printf("Possible\n");
            else
                printf("Not possible\n");
            continue;
        }
        // do the precheck step
        bool pass = true;
        int sum = 0;
        for (int i = 0; i < n; i++)
        {
            if (d[i] < 0) // check whether the sequence non-negative or not
            {
                pass = false;
                break;
            }
            sum += d[i]; // sum all the numbers
        }
        if (sum % 2) // check whether the sum is even or not
            pass = false;
        if (!pass) // if the precheck step fail, output "Not possible"
        {
            printf("Not possible\n");
            continue;
        }
        // do the sort step
        sort(d, d+n, cf); // sort all the numbers into non-increasing order
    }
}
```

Fig. 3.1 Code Implementation Using C++ part 1

In Fig. 3.1, there are 3 main parts. The first part is the compare function that is used in sort procedure to sort in non-increasing order. The second part is reading input from standard input (stdin). The last part is where special case is handled. The special case happen if there is only 1 vertex, because Erdős–Gallai Theorem can’t handle sequence with only 1 vertex.

```c++
// do the precheck step
bool pass = true;
int sum = 0;
for (int i = 0; i < n; i++)
{
    if (d[i] < 0) // check whether the sequence non-negative or not
    {
        pass = false;
        break;
    }
    sum += d[i]; // sum all the numbers
}
if (sum % 2) // check whether the sum is even or not
    pass = false;
if (!pass) // if the precheck step fail, output "Not possible"
{
    printf("Not possible\n");
    continue;
}
// do the sort step
sort(d, d+n, cf); // sort all the numbers into non-increasing order
```

Fig. 3.2 Code Implementation Using C++ part 2

In Fig. 3.2, there are 2 main parts. The first part is the precheck step that has been explained in previous section. The last part is the sort step that has also been explained in previous section.

In Fig. 3.3, there is only 1 part, the validate the inequality step that has been mentioned before in previous section.

This code has been successfully compiled and has been passed through tests that is conducted by UVa Online Judge [7].
V. CONCLUSION

The author has shown the algorithm that can be used to validate degree sequence of a simple graph, that is using Erdős–Gallai Theorem. The theorem has been proven and it meets all the requirement of the constraint given. The complexity of the theorem is $O(N^2)$.
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